1. 노드 시작하기

1.1 핵심 개념 이해하기

1.1.1 서버

- 서버 : 네트워크를 통해 클라이언트에 정보나 서비스를 제공하는 컴퓨터 또는 프로그램

- 클라이언트 : 요청을 보내는 주체로 브라우저일 수도 있고, 데스크톱 프로그램일 수도 있고,   
모바일 앱일 수도 있고, 다른 서버에 요청을 보내는 서버일 수도 있음.

- 서버라고 해서 요청에 대한 응답만 하는 것은 아님. 다른 서버에 요청을 보낼 수도 있으며,   
이때는 요청을 보낸 서버가 클라이언트 역할을 함.

1.1.2 자바스크립트 런타임

- 노드는 자바스크립트 런타임이다. (자바스크립트 실행기)

- 런타임은 특정 언어로 만든 프로그램들을 실행할 수 있는 환경

- 노드는 V8과 더불어 libuv라는 라이브러리를 사용  
(libuv 라이브러리는 노드의 특성인 이벤트 기반, 논 블로킹 I/O 모델을 구현하고 있음)

1.1.3 이벤트 기반

- 이벤트 기반(event-driven)이란, 이벤트가 발생할 때 미리 저장해둔 작업을 수행하는 방식

- 이벤트 기반 시스템에서는 특정 이벤트가 발생할 때 무엇을 할지 미리 등록해두어야 함.  
이를 이벤트 리스너(event listener)에 콜백(callback) 함수를 등록한다고 표현

- 노드도 이벤트 기반 방식으로 동작하므로, 이벤트가 발생하면 이벤트 리스너에 등록해둔 콜백 함수를 호출. 발생한 이벤트가 없거나 발생했던 이벤트를 다 처리하면, 노드는 다음 이벤트가 발생할 때까지 대기

- 이벤트 루프 : 이벤트 발생 시 호출할 콜백 함수들을 관리, 호출된 콜백 함수의 실행 순서 결정

- 백그라운드 : setTimeout 같은 타이머나 이벤트 리스너들이 대기하는 곳

- 테스크 큐 (콜백 큐) : 이벤트 발생 후, 백그라운드에서는 테스크 큐로 타이머나 이벤트 리스너들의 콜백 함수들을 보냄

1.1.4 논 블로킹 I/O

- 논 블로킹 : 이전 작업이 완료될 때까지 대기하지 않고 다음 작업을 수행함  
(논 블로킹과 동시가 같은 의미가 아님)

블로킹 : 이전 작업이 끝나야만 다음 작업을 수행함

- 노드에서는 동기와 블로킹이 유사, 비동기와 논 블로킹이 유사

1.1.5 싱글 스레드

- 노드가 채택하고 있는 방식 : 싱글 스레드, 논 블로킹 모델

- 노드가 싱글 스레드로 동작하지 않는 경우 : 스레드풀, 워커 스레드

1.2 서버로서의 노드

- 노드의 장점 : 멀티 스레드 방식에 비해 적은 컴퓨터 자원 사용, I/O 작업이 많은 서버로 적합, 멀티 스레드 방식보다 쉬움, 웹 서버가 내장되어 있음, 자바스크립트를 사용함, JSON 형식과 쉽게 호환됨

- 노드의 단점 : 기본적으로 싱글 스레드라서 CPU 코어를 하나만 사용, CPU 작업이 많은 서버로는 부적합, 하나뿐인 스레드가 멈추지 않도록 관리가 필요함, 서버 규모가 커졌을 때 서버를 관리하기 어려움, 어중간한 성능

1.3 서버 외의 노드

- 노드 기반으로 돌아가는 대표적인 웹 프레임워크 : 앵귤러(Angular), 리액트(React), 뷰(Vue) 등

1.4 개발 환경 설정하기

- 노드 설치

- npm 버전 업데이트

- 비주얼 스튜디오 코드 설치

2. 알아두어야 할 자바스크립트

2.1 ES2015+

2.1.1 const, let

- 보통 자바스크립트를 배울 때는 var로 변수를 선언하는 방법부터 배움. 하지만 var은 이제 const와 let이 대체함.

- const와 let의 차이 : const는 한 번 값을 할당하면 다른 값을 할당할 수 없음, 초기화할 때 값을 할당하지 않으면 에러 발생 (상수)

2.1.2 템플릿 문자열

- 백틱( ` ) : 문자열 안에 변수를 넣을 수 있음

2.1.3 객체 리터럴

- ES5 : { name: name, age: age }

- ES2015 : { name, age }

2.1.4 화살표 함수

- 화살표 함수에서는 function 선언 대신 => 기호로 함수를 선언함. 또한 변수에 대입하면 나중에 재사용 가능

2.1.5 구조분해 할당

- 구조분해 할당을 사용하면 객체와 배열로부터 속성이나 요소를 쉽게 꺼낼 수 있음.

2.1.6 클래스

- 다른 언어처럼 클래스 기반으로 동작하는 것이 아니라, 자바스크립트는 여전히 프로토타입 기반으로 동작함.

2.1.7 프로미스

- 자바스크립트와 노드에서는 주로 비동기를 접함 (특히 이벤트 리스너를 사용할 때 콜백 함수를 자주 사용)

- 프로미스를 쉽게 설명하자면, 실행은 바로 하되 결과값은 나중에 받는 객체 (결과값은 실행이 완료된 후 then이나 catch 메서드를 통해 받는다)

- 프로미스를 return한 경우에는 프로미스가 수행된 후 다음 then이나 catch가 호출된다.

- 프로미스 여러 개를 한 번에 실행하는 방법 : Promise.all

2.1.8 async/await

- 노드 7.6 버전부터 지원되는 기능, ES2017에서 추가됨

- 함수 선언부를 일반 함수 대신 async function으로 교체한 후, 프로미스 앞에 await를 붙임

2.2 프런트엔드 자바스크립트

2.2.1 AJAX